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ABSTRACT
As biology demonstrates, evolutionary algorithms are an ex-
traordinarily powerful way to design complex nanoscale sys-
tems. While we can harness the biological apparatus for
replicating and selecting DNA sequences to evolve enzymes
and to some extent, organisms, we would like to build repli-
cation machinery that would allow us to evolve designs for
a much wider variety of materials and systems. Here we de-
scribe work that uses techniques from the new field of struc-
tural DNA nanotechnology to modularly design nanoscale
components that together can be assembled into a system
for self-replicating a new form of chemical information or
genome, and thus for evolving a new type of chemical se-
quence.

Categories and Subject Descriptors
J.3 [Life and Medical Sciences]: Biology and genetics

General Terms
Design

Keywords
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1. INTRODUCTION
A major current scientific challenge is to learn how to de-

sign materials with nanoscale features and to exploit the
unique properties of materials available at this scale. Some
of the benefits of nanoscale engineering are widely familiar:
the increasing density with which we can organize transistors
on a chip is largely responsible for the increasing speed of our
computers. But there are many other cases where nanoscale
features change the properties of materials in ways that we
can exploit: for example, the optical and electronic proper-
ties of nanometer-scale crystals and wires can be dependent
on their dimensions [27, 23].
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Further, we expect that much of the engineering possi-
bility at the nanoscale remain to be discovered. Perhaps
the most dramatic demonstration of the benefits that could
be gain by having molecular-scale control over matter is
biology. Inside cells, the production, transformation, and
functions of individual molecules are precisely controlled.
These features are essential to the capacity of biology for
self-replication, self-healing and metamorphosis. By having
similar control over molecular synthesis and nanoscale ge-
ometry in synthetic systems, it should be possible to achieve
these features as well as many others in synthetic materials.

Biology’s sophisticated architecture is the product of the
Darwinian evolution of a genomic sequence, an organism’s
program for growth and function. Evolution is therefore an
extraordinarily powerful design strategy for nanoscale mate-
rials and devices. And evolutionary algorithms for molecu-
lar design such as SELEX for evolving RNA molecules with
catalytic function [22, 16] and directed evolution for evolv-
ing functional proteins [2] have been more successful than
comparable rational design strategies.

But there is currently an important limitation on our abil-
ity to solve molecular design problems using Darwinian evo-
lution: we can only replicate, and thus evolve, DNA or RNA
sequences. This replication can take place in cells or in the
test tube, but in either case the form of the information
replicated, a sequence of nucleic acids, is the same. While
changing the representation of the information being evolved
in an in silico process is straightforward, translating the rep-
resentation of chemical information is extremely challenging.

Biology has figured out some mechanisms for accomplish-
ing this representation change: the“central dogma”of molec-
ular biology is that DNA can be transcribed into an RNA
sequence and then translated into an amino acid sequence,
which folds into a protein; a set of proteins can then to-
gether synthesize other molecules. But there is no obvious
way to translate DNA sequence information into instructions
for autonomously constructing many structures we might be
interested in, such as silicon-based circuitry.

The chemical translation problem is not theoretically dif-
ficult, but difficult in practice: even trying to augment the
genetic code to include one new kind of amino acid has
been a major technical challenge [41]. In the past decade,
there have been initial attempts to build a more general in
vitro apparatus for translating DNA sequences into synthesis
recipes [19, 20] that might allow us to evolve a much wider
array of products.
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And at the same time, new technologies for designing li-
braries of possible sequences (i.e. controlling the mutation
operation) have improved the process of evolutionary design
of proteins [21]. But because of the challenges inherent to
chemical translation, we might ask more generally whether
evolving a sequence of 4 bases is the most efficient way to
solve all molecular design problems. In software, both the
representation of the information being evolved (as well as
how this information is used to produce the function being
evolved) and the mechanism of mutation are important for
efficiently solving design problems using genetic and evolu-
tionary algorithms [25, 31]. If instead of evolving DNA se-
quences that are replicated in cells or by enzymes extracted
from cells, we could design systems for molecular replica-
tion and mutation the way we can design evolutionary algo-
rithms, we might be able to solve a much wider variety of
chemical design problems and build new nanoscale materials
with evolution.

We are still far from being able to design arbitrary molec-
ular machinery capable of processes as complex as self-repli-
cation de novo, and we know only a little about which as-
pects of replication and evolution in molecular systems are
the major determinants of their efficiency [15, 7]. But impor-
tant progress is being made: we are learning how to design
modular molecular components and how to combine these
components into functional molecular machines. And from
these modular parts we can begin to build devices for chem-
ical self-replication.

Here we give an account of the development of compo-
nents for a new system for molecular information replication
and of how evolution could proceed in such a system. We
first describe how we can design molecular components made
from synthetic DNA, (short DNA sequences made chemi-
cally in the laboratory rather than by enzymes within cells).
The component DNA sequences of these structures, arbi-
trary sequences of A’s, T’s, G’s and C’s, can be designed
and optimized on the computer. We then describe how we
can use synthetic DNA components, called DNA tiles, in a
self-assembly process. This self-assembly process is analo-
gous in some sense to solving a jigsaw puzzle and performs
computation during assembly.

That is, for any given computation, we can design a set of
DNA tiles that executes that computation via self-assembly.
We describe how to design a set of DNA tiles that copies a
sequence of information during assembly. The assembly pro-
cess propagates the sequence; and when mechanical forces
fracture an assembly, new sites on the fragmented assembly
become available where the sequence can be propagated,
increasing the rate of sequence propagation. Cycles of se-
quence propagation (assembly) and fragmentation exponen-
tially replicate the sequences. We describe how to implement
this process experimentally and how evolution would occur
in this system.

The processes we can design using synthetic DNA con-
tinue to increase in both complex and variety. There are now
several proposals for building systems for sequence replica-
tion (and thus Darwinian evolution) from synthetic DNA
components [47, 24]. As the set of systems available for
molecular sequence replication and evolution grows, we will
have new opportunities to both learn about evolution of
physical systems and to design efficient algorithms for evo-
lution and selection in these new systems.

2. DNA TILES AND ALGORITHMIC SELF-
ASSEMBLY

DNA is most familiar as the material in which our genome
is stored. What underlies DNA’s capacity for storing and
replicating information is its propensity for Watson-Crick
complementary DNA bases to hybridize and form double-
helical DNA. Recently, DNA’s sequence specific binding ca-
pacity has become an engineering tool: it is possible to de-
sign a sequence and its complement and to know that these
two sequences will bind but that they will not interact with
other DNA molecules in the environment.

In 1982, Nadrian Seeman described how synthetic DNA
might be used for nanoscale-construction. Seeman imagined
using DNA molecules as programmable molecular tinker-
toys that would self-assemble into designed structures be-
cause the complementary regions of the designed sequences
would hybridize while other sequences would not react. He
described how we might make branched DNA structures,
and thus program the formation of 2- and 3-dimensional as-
semblies [37]. As Seeman described it, nanotechnology could
happen the way it does in biology: autonomously – we would
simply design the sequences, synthesize them, and put them
together in a test tube and wait.

Designing a system of DNA molecules has turned out to
be more tractable than the design of other types of com-
plex molecular systems: the rate of DNA hybridization and
the stability of base-paired DNA are generally predictable in
polynomial time [48], and the double-helical structure of hy-
bridized DNA is well-characterized and largely independent
of the particular based-paired sequence [8]. These properties
have enabled the design of extended 2- and 3-dimensional
structures [45, 29, 4], programmed molecular machines [46,
5] and active structures [43, 46, 14] via the design of a set
of DNA molecules and their relative abundances.

A DNA“tile” (Figure 1a) is a primitive for nanoscale con-
struction [17, 45]. A DNA tile consists of a double-stranded
“core” and 4 single-stranded “sticky ends.” Tiles attach to
each other via sticky end hybridization and can form ex-
tended two-dimensional lattices [45]. In principle, the ar-
rangement of tile types within the lattices that form can be
designed by designing appropriate DNA tile sticky end logic,
a process akin conceptually to designing the pieces of a jig-
saw puzzle and their interlocking nubs (Figure 1b). Given a
desired sticky end logic, we can design and synthesize a set
of DNA sequences that assemble into tiles that implement
this logic (e.g. [45, 30, 3]).

Complex patterns can be constructed from DNA tiles effi-
ciently by a technique known as algorithmic self-assembly [42].
The basic premise of algorithmic self-assembly is that an
object is constructed algorithmically, that is by executing a
program.

Algorithmic self-assembly has its roots in the tiling prob-
lem, the question of whether a given set of shapes can tile
the plane, which is undecidable [39, 40, 6]. Using obser-
vations derived from the hardness of plane tiling, Winfree
described a set of tiles and a constructive method for their
assembly that executes a computer program [42, 43].

8



(a)

(b)

(c)

Figure 2: Zig-zag tiles. (a) The basic zig-zag tile set. Each square and rectangle shown is a logical represen-
tation of the molecule shown to its left. (b) Zig-zag growth. At each growth step, a new tile may be added
at the location designated by the small arrow. Two alternating tile types in each row enforce the placement
of the double tiles on the top and bottom, ensuring that growth occurs in a zig-zag pattern. Although only
growth on the right end of the molecule is shown here, growth occurs simultaneously on both ends of the
assembly. (c) The tile set shown in Figure 2b forms only one type of assembly. A tile set consisting of the
tiles in (b) and the four tiles shown here allows four types of assemblies to be formed. The vertical column
of each type contains a crystal’s 2-bit binary sequence.

In Winfree’s construction, growth of a tile crystal begins
from a seed tile or structure whose sticky ends encode the ini-
tial state of a computation. Under physical conditions where
tiles can attach to the seed only by two sticky ends simul-
taneously (i.e. just cooler than the melting temperature of
the crystal), the growth of a DNA tile crystal, or lattice, can
in principle simulate the execution a 1-dimensional blocked
cellular automaton, and therefore perform universal compu-
tation. Intuitively, the two sticky ends a tile must match in
order to attach to a growing crystal are “input” states to a
cellular automaton and the remaining two sticky ends are
the “output” of a single computing step. Since growth can
continue indefinitely, arbitrarily long computations can be
performed. Notably, the entire history of a computation is
stored in the arrangement of tile types within the assembled
crystal. In many cases this arrangement may form a useful
structure that is difficult to assemble by other means [13].

The assembly of the designed structure requires that at
each step of assembly a valid tile, i.e. a tile that matches
two sticky end binding sites simultaneously, be added to the
crystal. However, in initial experiments [30] as many as 1%-
10% of attachments were errors, or not valid—only one of
the “input” edges of the tile matched the available inputs on
the growing crystal. The wrong logical operation was being
performed at those sites.

As would be expected of a computation in which 1–10%
of the primitive operations were computed incorrectly, the
patterns that formed were generally not the designed pat-
terns.

The error rate can be reduced by logically redesigning the
tiles to perform the same computation during assembly, but
more robustly. “Proofreading” tile sets [44, 12, 28, 38] trans-
form a tile set by replacing each individual tile with a k× k
block of tiles, exponentially reducing seeded growth errors
with respect to the size of the block. Along with the im-
provement of the structure where computation begins, the
“seed” [4] and new techniques to prevent growth that does
not begin from a seed, proofreading techniques allowed as-
sembly to proceed much more accurately, i.e. with error
rates as low as 1 in 1000 tiles. Structures such as Sierpin-
ski gaskets [30, 18] and “binary counters” [3, 4] have been
assembled using these techniques.

3. SELF-REPLICATING DNA CRYSTALS
In 1966, Graham Cairns-Smith proposed a simple mecha-

nism by which polytypic clay crystals (clays that can take on
one of many crystal structures) could replicate information
in the absence of biological enzymes [9, 10]. Some polytypic
clay crystals contain discrete layers, each of which contain
molecules of a particular identity or orientation.
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Figure 1: DNA tiles and tile nanostructures. (a)
A DNA tile is a nanoscale construction primitive.
Top, a molecular model of a tile that contains short
DNA molecules. Each strand is depicted in a dif-
ferent color. Bottom, a schematic shows the effec-
tive shape of a tile along with the logic of its sticky
ends. Tile “cores” (e.g. the green portion of the
schematic tile shown here) are double-stranded; the
assembled core maximizes the number of Watson-
Crick complementary base pairs between the com-
ponent strands and is therefore a favorable config-
uration. Single-stranded “sticky ends” (the colored
claws in the schematic) function as locks and keys:
they specifically hybridize (i.e. bind) to complemen-
tary sticky end sequences on other tiles. (b) Tiles
designed to form a 4-tile-wide ribbon, and atomic
force micrographs of the ribbons, which assembled
as designed. Scale bars are 500 nm (left) and 25 nm
(right) (image from [33], copyright Proceedings of
the National Academy of Sciences, USA).

A cross-section of such a crystal can contain an information-
bearing sequence. Cairns-Smith proposed that crystal growth
could extend the layers, copying the sequence (the crystal’s
genotype). Occasionally, physical forces could break a crys-
tal apart. Because crystals replicate their genotype many
times during growth, splitting of a crystal can yield multiple
pieces, each containing at least one copy of the information-
bearing sequence. Cycles of growth and fragmentation could
therefore allow a sequence to be exponentially amplified.

We have adapted Cairns-Smith’s ideas about spontaneous
information replication in crystals to design a system for
self-replication using DNA tiles as crystal monomers [32].
A simple set of DNA tiles can form zig-zag crystals that
can propagate information during growth [33, 4]. The tiles
shown in Figure 2a form the zig-zag crystal shown in Fig-
ure 2b. Matching rules determine which tile fits where. Un-
der conditions where each tile addition must form two or
more sticky end bonds (Figure 2a), growth is constrained to
occur in a zig-zag pattern. It is easy to confirm that under
such conditions, there is always a unique tile that may be
added on each end of the ribbon.

Zig-zag crystals are designed so that under conditions
where a tile must attach to a crystal by at least two bonds,
growth produces one new row at a time (i.e. one copy of
a sequence) and continued growth repeatedly copies a se-
quence. The requirement that a tile must attach by two
bonds means that a tile being added must match both its
vertical neighbor (another tile that is part of the new col-
umn being assembled), and its horizontal neighbor (in a pre-
viously assembled row).

Several tiles might match the label on the vertical neigh-
bor, but because tiles must make two correct bonds in order
to join the assembly, only a tile that also matches the label
on the horizontal neighbor can be added. The tile being
added in the new column must therefore correspond to the
one in the previous column. As a result, information is in-
herited through templated growth. The set of tiles formed
by adding the tiles in Figure 2c to those shown in Figure 2b
can propagate one of four strings. Additional tiles may be
added to the set of tiles in Figures 2b and 2c to create a tile
set that can propagate arbitrary binary sequences.

The growth of a zig-zag DNA crystal increases the num-
ber of copies of the original information present in the ribbon
but does not change the rate at which new copies of the se-
quence are produced. The rate of copying can be sped up
by breaking the crystals. With each new crystal that is cre-
ated by breakage, two new “growth fronts” become available
where tiles can attach and information can be copied. Re-
peated cycles of growth and breakage exponentially amplify
an initial piece of information. Occasionally, a tile matching
only one bond rather than two will join the assembly, result-
ing in occasional copying errors, which are also inherited. If
errors happen during copying, which they will under almost
any achievable condition [43], and crystals with particular
sequences grow faster than others, then evolution can occur.

4. SELECTION IN PHYSICAL SYSTEMS
In general, in an evolutionary or genetic algorithm a pop-

ulation is generated and afterwards some portion of the in-
dividuals is selected on the basis of their fitness. This sub-
population is used to create a population for the next gen-
eration via mutation and/or recombination. In a physical
system the process of filtering and creation of a population
for the next generation must be physically realizable, which
is currently a strong limitation. Many types of fitness that
we would like to select for, such as determining whether
a molecule has a particular catalytic function, are difficult
to measure in practice, and the partitioning of molecules
or species based on their fitness is also challenging exper-
imentally. While molecular “tricks” can sometimes permit
autonomous selection of fit individuals [16], there are no
general methods for evolution and selection based on func-
tion.

If we want to build novel systems for the evolution and
selection of molecules or other physical entities, therefore,
we will also need to develop ways to make this selection pro-
cess easier. In biology, the desired function is the capacity to
reproduce quickly with respect to other individuals in a pop-
ulation. Could we tie function to this capacity in artificial
systems? To answer this question we must first understand
why some species might replicate more quickly than others
in a given self-replication process. Below we examine why
some DNA tile sequences might be replicated more quickly
than others, and consider as a result what selection processes
for “fit” DNA tile sequences might be feasible.

5. EVOLUTION OF DNA CRYSTALS FOR
FAST GROWTH: THE ROYAL ROAD

A selection process in a physical self-replicating system
involves both an environment (a set of resources for growth,
their chemistry and the ambient physical conditions) and an
initial population of organisms (sequences).
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Figure 3: Royal Road Selection. (a) For a DNA tile ribbon containing sequences of width n, the Royal Road
tile set contains 4n + 2 tile types. Matching sticky ends have identical labels. Each position of the sequence
contains either a cyan time (from the left group of tile types) or magenta tile (from the right group of tile
types). (b) An environment where cyan tile types are present in higher concentrations than magenta tile
types. (c) Selection in the environment in (b) favors sequences containing cyan tiles, since cyan tiles will be
added to crystals faster than magenta tiles.

In a DNA tile replication process, the environment in-
cludes a set of DNA tiles. The set of DNA tiles determines
the set of sequences which may be copied and the “chem-
istry” of the system, i.e., the rules by which tiles bind to
each other. A particular arrangement of DNA tiles is the
information that is propagated in these experiments, the
genotype; it is the organism being evolved. The phenotype
of a sequence is its replication rate in the environment. In
this section we first describe a tile set that allows many kinds
of sequences to grow and then how selection pressure results
from physical conditions in which the concentration of tile
types differ.

A DNA crystal grows by adding tiles. Tiles come in con-
tact with the crystal as the crystals and tiles diffuse ran-
domly in the aqueous solution where growth occurs. Gener-
ally this growth takes place in a well-mixed reaction vessel,
i.e. the density of crystals and monomers is on average uni-
form across the reaction container. In this case, the higher
the concentration (i.e. density in solution) of a tile type
that the vessel contains, the more quickly a tile of that type
will contact a crystal where it can be legally added. There-
fore, one simple selection pressure results from a difference
in concentration between tile types used to copy sequence in-
formation: assemblies with sequences containing tile types
present at high concentrations will grow faster than assem-
blies with sequences containing tile types present at very low
concentrations.

A tile set in which one of two bits can be propagated at
each of n sequence positions is shown in Figure 3a. Let
Xi and Yi be the two tile types that can be propagated
at sequence position i. If Yi’s concentration is higher than
Xi’s concentration in solution, as suggested by the illustra-
tion in Figure 3b, the resulting fitness landscape resembles
the simplest case of a well-studied problem in genetic algo-
rithms, the “royal road” [26]. The growth rate of a crystal
is proportional to the number of Y ’s in the sequence being
propagated. For each position i, as long as the concentra-
tion of Yi is higher than the concentration of Xi, sequences
containing only Yi tiles will be fitter and quickly dominate
the population during a selection process (Figure 3c).

6. EVOLUTION OF DNA CRYSTAL ALGO-
RITHMS

The previous section demonstrates how the scarcity of tile
resources can lead to selection. But it does not address the
question of how this selection could be used to evolve or im-
prove a useful function of a molecular system: in the Royal
Road process as we described it, the evolution process is
a straightforward optimization problem with a known solu-
tion; no function or algorithm is being discovered.

If in contrast the sequence being evolved were a template
or directive for an algorithm or device, the evolution pro-
cess could select for functional behavior. To achieve such
functional evolution it is necessary to define the language,
or representation, of the information being evolved and the
process of translating this information into a particular func-
tion.

How could we make the information being replicated func-
tional? DNA crystals, as described in Section 2, can com-
pute during growth as well as copy information. We can
use this capacity to build sequences that function as pro-
grams. In fact, any program, no matter how complex, can
be selected for [34, 35]. Thus, DNA crystals can in princi-
ple evolve powerful and complex functions. We review the
mechanisms by which such selections can occur here.

As we described in Section 2, DNA crystals can perform
a computation via the attachment of tiles to a growing crys-
tal. A tile that can favorably attach at a growth site must
match two labels at the growth site, the “input” labels. This
simultaneous matching of two input labels is an elementary
computing step. The other two labels on the attaching tile,
the output labels, determine which tiles can fit in subse-
quent growth sites, so that information about the state of
the computation is transmitted during growth.

Collectively, these tile attachments can simulate a Turing
machine [42] where the initial state of the computation is
determined by the structure of the seed where tile assem-
bly begins. It is also possible to build a set of tiles that
function as a universal Turing machine – the structure of
the initial inputs on the seed determine which computation
occurs during growth [34, 11].
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In principle, such a tile set can be expanded to make a
tile set that builds ribbons that have two parts – a segment
that runs a program on the universal Turing machine, and a
segment that makes copies of this program [34]. Such a zig-
zag ribbon tile set would be a sort of “universal alphabet,”
with which we could build crystals that simultaneously store
a program (its genome), and run it. During replication,
the program’s source code would be inherited, and in an
evolution process that used this tile set, crystals containing
particularly fit programs would be selected for.

How could a program make a crystal fit? First, the execu-
tion of crystal programs can build algorithmic patterns with
potentially interesting features [13] that we could test via
an artificial selection process. If we attached small devices
to individual tiles, a program that built a binary counter
might produce a pattern suitable for templating a demulti-
plexer circuit, for example [13]; other patterns might arrange
molecules or nanoparticles into a combinatorial ensemble of
interesting geometries. These assembled patterns could have
optical, electronic or chemical functionality that could be
selected for (given an available selection protocol), just as
chemical functionality is currently selected for in SELEX or
directed evolution experiments.

A tile program could also be a control system for adap-
tively sensing and responding to the environment. As we de-
scribed in Section 5, the most basic reason for fitness is rapid
growth, and crystals which use tile types that are abundant
in the environment grow rapidly: a tile t is added at an av-

erage rate
kf

[t]
where kf is a tile-independent rate constant,

and [t] is the concentration (density in solution) of tile t.
More generally, if we disregard the frequency of fragmenta-
tion, the fitness of a crystal is proportional to the time it
takes to grow a crystal layer [35], which is the sum of the
times it takes to add each new tile in the layer. Thus, each
tile addition makes a contribution to a crystal’s fitness.

A fit crystal control program would be a program that
could learn what tile types are abundant and then adopt
the growth process to use as many of the most abundant
tile types as possible. One way for a tile program to con-
tinually use abundant (as opposed to rare) tile types would
be for the growing crystal executing the program to read
information about whether tiles are abundant or rare at
specified growth sites where multiple tile types could at-
tach. The program could then use this input to determine
which other tile types are abundant and thus should be used
for computation. Such a program could be viewed as a sort
of “metabolism” for crystals that figures out what nutrients
are available and uses the available nutrients for energy and
growth, in a process akin to metabolic sensing and response
by biological cells. This kind of “crystal” control system
sounds primitive, but in principle it could be arbitrarily com-
plex: because crystals can simulate a Turing machine, they
can assemble a program that senses and responds to any
computable correlation between the abundances of tile types
over time. If the correlations between tile type concentra-
tions were very complex, then a very complex tile program
to compute and take advantage of these correlations would
evolve.

This tile set and evolutionary process (the changing con-
centrations of tile types over tile) could be a model system
for studying evolution in non-biological molecular systems:
we have a quantitative model of crystal behavior and the
system as a whole and we have control over the concentra-
tions of each tile type. In contrast, in biological systems
we do not have control over many variables that are im-
portant to fitness, and the system dynamics are largely not
understood: even the best-understood organisms produce
hundreds of proteins whose functions are not known [1].

And while tile concentrations are not generally quantities
that have immediate real-world interest, we could include
modules in the growth environment that translate signals
of other types into tile concentrations [36]. These transla-
tion systems would function as separate components, i.e. as
molecular sensors that as output either produced or used up
tiles, thus changing their concentrations. In a more sophis-
ticated tile-based replication system, arrangements of tiles
could themselves function as sensors and thus have function.

7. CONCLUSIONS
DNA tile crystal growth and scission is a novel synthetic

mechanism for molecular sequence self-replication. In prin-
ciple, evolution in tile crystal systems is as computationally
rich as evolution in any system: if the mutation rate during
crystal growth could be made arbitrarily low, then eventu-
ally any program, no matter how complex, can evolve if it
is the most fit program for the environment.

It may thus be that for physical systems, the capacity to
perform universal computation and tie this computation in
some way to the environment may be sufficient for open-
ended evolution in a self-replicating system. In practice the
speed of evolution and selection is also vital: if an evolu-
tionary optimization process took more time than the age
of the universe to complete, it would be of no practical in-
terest. Thus what is needed is a study of how to quickly and
robustly evolve solutions to problems of interest.

The challenge of evolving these structures in the labora-
tory will teach us new things about how to encode evolu-
tionary processes in physical, as opposed to purely compu-
tational systems. The DNA crystals described here repli-
cate molecular information in one way. In the future we
will broaden our library of mechanisms for self-replicating
systems which will allow to grow closer to engineering evo-
lutionary algorithms for a variety of molecular design prob-
lems. It will also allow us to examine the trade-offs in not
only the implementation of an alphabet within a single self-
replicating mechanism, but also the trade-offs inherent in
the design of the mechanism itself.
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